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**Цель:** научиться реализовывать обход в глубину.

**Методические указания.**

**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру обхода в глубину, реализованную в соответствии с приведенным выше описанием.

**3.**\* Реализуйте процедуру обхода в глубину для графа, представленного списками смежности.

**Задание 2\***

1. Для матричной формы представления графов выполните преобразование рекурсивной реализации обхода графа к не рекурсивной.

**Описание метода решения задачи:**

1)Сгенерировать матрицу смежности

2)Осуществить обход в глубину с помощью рекурсии

3)Осуществить обход в глубину по списку смежности

**Результаты работы программы:**

1)Реализованы обход в глубину по матрице и списку смежности
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**Вывод:** в ходе выполнения лабораторной работы, мы научились реализовывать рекурсивный обход в глубину по матрице смежности , а также рекурсивный обход в глубину по списку смежности

**Листинг:**

using System;

using System.Collections.Generic;

using System.Runtime.InteropServices;

namespace lb6

{

internal class Program

{

const byte ww = 30;

const byte wh = 10;

const byte ww2 = 30;

const byte wh2 = 10;

struct graf

{

public int[,] matrSM, matrIN;

public int[][] listSM;

}//граф

//ОБХОДВШ \/ \/ \/

static void obhodvsh(int[,] matr, ref bool[] be, ref Queue<int> q, ref bool nach, int pos = 1)

{

if (be[pos - 1] == false)

{

be[pos - 1] = true;

if (pos != 1) { Console.Write(">"); }

Console.Write(Convert.ToChar(matr[pos, 0] + 64));

}

for (int i = 1; i < Math.Sqrt(matr.Length); i++)

{

if (matr[pos, i] != 0 && be[i - 1] == false)

{

be[i - 1] = true;

q.Enqueue(i);

Console.Write(">" + Convert.ToChar(matr[0, i] + 64));

}

}

}

//ОБХОДВГрекурсия,список \/ \/ \/

static void obhodreclist(int[][] list, ref bool[] be, int pos = 1)

{

if (be[pos - 1] == false)

{

be[pos - 1] = true;

if (pos != 1) { Console.Write(">"); }

Console.Write(Convert.ToChar(list[pos - 1][0] + 64));

}

for (int i = 1; i < list[pos - 1].Length; i++)

{

int j = 0;

while (list[pos - 1][i] != list[j][0] || pos - 1 == j)

{

j++;

}

if (be[j] == false)

{

obhodreclist(list, ref be, j + 1);

}

}

}

//ОБХОДВГрекурсия,матрица \/ \/ \/

static void obxodrecm(in int[,] matr, ref bool[] be, int pos = 1)

{

if (be[pos - 1] == false)

{

be[pos - 1] = true;

if (pos != 1) { Console.Write(">"); }

Console.Write(Convert.ToChar(pos + 64));

}

for (int i = 1; i <= be.Length; i++)

{

if (matr[pos, i] != 0 && be[i - 1] == false)

{

obxodrecm(matr, ref be, i);

}

}

}

//ГЕНЕРАЦИЯ МАТРИЦЫ СМЕЖНОСТИ \/ \/ \/

static void matrSMgen(graf gr, int rand\_key)

{

Random rand = new Random(rand\_key);

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

for (int i = 1; i < ras; i++)

{

gr.matrSM[i, 0] = i;

gr.matrSM[0, i] = i;

}

gr.matrSM[0, 0] = -29;

for (int i = 1; i < ras; i++)

{

for (int j = 1; j < i; j++)

{

gr.matrSM[i, j] = rand.Next(5);

gr.matrSM[j, i] = gr.matrSM[i, j];

}

}

}

//ГЕНЕРАЦИЯ МАТРИЦЫ ИНЦИДЕНТНОСТИ \/ \/ \/

static int[,] matrINgen(graf grp, int v = 0)

{

graf gr = new graf();

gr.matrSM = new int[Convert.ToInt32(Math.Sqrt(grp.matrSM.Length)), Convert.ToInt32(Math.Sqrt(grp.matrSM.Length))];

for (int i = 0; i < Math.Sqrt(grp.matrSM.Length); i++)

{

for (int j = 0; j < Math.Sqrt(grp.matrSM.Length); j++)

{

gr.matrSM[i, j] = grp.matrSM[i, j];

}

}

for (int i = 1; i < Math.Sqrt(gr.matrSM.Length); i++)

{

gr.matrSM[i, 0] = i;

gr.matrSM[0, i] = i;

}

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

int col\_reb = 0;

for (int i = 1; i < ras; i++)

{

for (int j = 1; j <= i; j++)

{

if (gr.matrSM[i, j] != 0) { col\_reb++; }

}

}

gr.matrIN = new int[col\_reb + 1, ras];

for (int i = 1; i < ras; i++) { gr.matrIN[0, i] = gr.matrSM[0, i]; }

for (int i = 1; i < col\_reb + 1; i++) { gr.matrIN[i, 0] = i; }

gr.matrIN[0, 0] = -29;

int col\_reb\_int = 1;

for (int i = 1; i < ras; i++)

{

for (int j = 1; j <= i; j++)

{

if (gr.matrSM[i, j] != 0)

{

if (v != 0 && i >= v)

{

gr.matrIN[col\_reb\_int, gr.matrSM[i, 0] - 1] = 1;

}

else

{

gr.matrIN[col\_reb\_int, gr.matrSM[i, 0]] = 1;

}

if (v != 0 && j >= v)

{

gr.matrIN[col\_reb\_int, gr.matrSM[0, j] - 1] = 1;

}

else

{

gr.matrIN[col\_reb\_int, gr.matrSM[0, j]] = 1;

}

col\_reb\_int++;

}

}

}

return (gr.matrIN);

}

//ГЕНЕРАЦИЯ СПИСКА СМЕЖНОСТИ \/ \/ \/

static void listSMgen(ref graf gr)

{

gr.listSM = new int[Convert.ToInt32(Math.Sqrt(gr.matrSM.Length)) - 1][];

int ch = 0, chl = 0;

for (int i = 1; i < Math.Sqrt(gr.matrSM.Length); i++)

{

for (int j = 1; j < Math.Sqrt(gr.matrSM.Length); j++)

{

if (gr.matrSM[i, j] != 0)

{

ch++;

}

}

gr.listSM[chl] = new int[ch + 1];

gr.listSM[chl][0] = gr.matrSM[i, 0];

int chll = 1;

chl++;

for (int j = 1; j < Math.Sqrt(gr.matrSM.Length); j++)

{

if (gr.matrSM[i, j] != 0)

{

gr.listSM[i - 1][chll] = gr.matrSM[0, j];

chll++;

}

}

ch = 0;

}

}

//ВЫВОД МАТРИЦЫ СМЕЖНОСТИ \/ \/ \/

static void matrSMprint(graf gr)

{

if (Math.Sqrt(gr.matrSM.Length) < 5)

{

Console.WindowWidth = 11;

Console.WindowHeight = 11;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

else

{

Console.WindowWidth = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length)) \* 2 + 1;

Console.WindowHeight = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length)) + 1;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

for (int i = 0; i < ras; i++)

{

for (int j = 0; j < ras; j++)

{

if (i == 0 || j == 0)

{

Console.Write(" " + Convert.ToChar(gr.matrSM[i, j] + 64));

}

else

{

if (true) { if (gr.matrSM[i, j] == 0) { sc(2); } else { sc(1); } }//ЦВЕТНАЯ ТАБЛИЦА

Console.Write(" " + gr.matrSM[i, j]);

sc(0);

}

}

Console.WriteLine();

}

}

//ВЫВОД МАТРИЦЫ ИНЦИДЕНТНОСТИ \/ \/ \/

static void matrINprint(graf gr)

{

int ras = Convert.ToInt32(Math.Sqrt(gr.matrSM.Length));

int col\_reb = Convert.ToInt32(gr.matrIN.Length / ras);

if (ras < 5)

{

Console.WindowWidth = 11;

Console.WindowHeight = 7;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

else

{

Console.WindowWidth = ras \* 2 + 3;

if (col\_reb \* 2 + 2 < 30)

{

Console.WindowHeight = col\_reb + 2;

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

else

{

Console.WindowHeight = 25;

Console.SetBufferSize(Console.WindowWidth, col\_reb + 2);

}

}

for (int i = 0; i < col\_reb; i++)

{

for (int j = 0; j < ras; j++)

{

if (col\_reb > 9 && i < 10 && j == 0) { Console.Write(" "); }

if (i == 0)

{

Console.Write(" " + Convert.ToChar(gr.matrIN[i, j] + 64));

}

else

{

Console.Write(" " + gr.matrIN[i, j]);

}

}

Console.WriteLine();

}

}

//ВЫВОД СПИСКА СМЕЖНОСТИ \/ \/ \/

static void listSMprint(graf gr)

{

Console.CursorVisible = false;

int maxw = 0;

for (int i = 0; i < gr.listSM.Length; i++)

{

if (maxw < gr.listSM[i].Length) { maxw = gr.listSM[i].Length; }

}

if (maxw < 5) { maxw = 5; }

consize(maxw \* 2 + 4, gr.listSM.Length);

for (int i = 0; i < gr.listSM.Length; i++)

{

if (i != 0) { Console.WriteLine(); }

for (int j = 0; j < gr.listSM[i].Length; j++)

{

if (j == 0) { Console.Write(" " + Convert.ToChar(gr.listSM[i][j] + 64) + " |"); }

else { Console.Write(" " + Convert.ToChar(gr.listSM[i][j] + 64)); }

}

}

}

//УДАЛЕНИЕ ТОЧКИ \/ \/ \/

static graf delpoint(ref graf matr, int v)

{

graf buf = matr;

graf newmat = matr;

newmat.matrSM = new int[Convert.ToInt32(Math.Sqrt(buf.matrSM.Length)) - 1, Convert.ToInt32(Math.Sqrt(buf.matrSM.Length)) - 1];

int mx = 0, my = 0;

for (int i = 0; i < Math.Sqrt(buf.matrSM.Length); i++)

{

if (buf.matrSM[i, 0] != v)

{

mx = 0;

for (int j = 0; j < Math.Sqrt(buf.matrSM.Length); j++)

{

if (buf.matrSM[0, j] != v)

{

newmat.matrSM[my, mx] = buf.matrSM[i, j];

mx++;

}

}

my++;

}

}

return (newmat);

}

//СОЗДАНИЕ ТОЧКИ \/ \/ \/

static graf addpoint(ref graf matr)

{

graf buf = matr;

matr.matrSM = new int[Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) + 1, Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) + 1];

for (int i = 0; i < Math.Sqrt(matr.matrSM.Length) - 1; i++)

{

for (int j = 0; j < Math.Sqrt(matr.matrSM.Length) - 1; j++)

{

matr.matrSM[i, j] = buf.matrSM[i, j];

}

}

matr.matrSM[0, Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) - 1] = matr.matrSM[0, Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) - 2] + 1;

matr.matrSM[Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) - 1, 0] = matr.matrSM[0, Convert.ToInt32(Math.Sqrt(matr.matrSM.Length)) - 1];

return (matr);

}

//ИЗМЕНЕНИЕ ЦВЕТА КОНСОЛИ \/ \/ \/ (0 - жёлтый; 1 - зелённый; 2 - красный)

static void sc(byte mod)

{

switch (mod)

{

case 0:

Console.ForegroundColor = ConsoleColor.DarkYellow;

break;

case 1:

Console.ForegroundColor = ConsoleColor.DarkGreen;

break;

case 2:

Console.ForegroundColor = ConsoleColor.DarkRed;

break;

}

}

//ОТОЖДЕСТВЛЕНИЕ ВЕРШИН

static graf otver(ref graf grp, int v1, int v2, bool reb = false)

{

graf gr = new graf();

int[] key = new int[Convert.ToInt32(Math.Sqrt(grp.matrSM.Length)) - 1];

int nom = 0;

for (int i = 1; i < Math.Sqrt(grp.matrSM.Length); i++)

{

if (grp.matrSM[0, i] == v2) { v2 = i; }

if (grp.matrSM[0, i] == v1) { v1 = i; }

if (grp.matrSM[0, i] != v2)

{

key[nom] = grp.matrSM[0, i];

nom++;

}

}

for (int i = 1; i < Math.Sqrt(grp.matrSM.Length); i++)

{

grp.matrSM[0, i] = i;

}

gr.matrSM = new int[Convert.ToInt32(Math.Sqrt(grp.matrSM.Length)), Convert.ToInt32(Math.Sqrt(grp.matrSM.Length))];

for (int i = 1; i < Math.Sqrt(grp.matrSM.Length); i++)

{

for (int j = 1; j < Math.Sqrt(grp.matrSM.Length); j++)

{

gr.matrSM[j, i] = grp.matrSM[i, j];

}

}

for (int i = 0; i < Math.Sqrt(grp.matrSM.Length); i++)

{

grp.matrSM[v1, i] = gr.matrSM[v2, i] + gr.matrSM[v1, i];

gr.matrSM[i, v1] = gr.matrSM[v1, i];

}

for (int i = 0; i < Math.Sqrt(grp.matrSM.Length); i++)

{

for (int j = 0; j < i; j++)

{

grp.matrSM[i, j] = grp.matrSM[j, i];

}

}

grp = delpoint(ref grp, v2);

for (int i = 0; i < key.Length - 1; i++)

{

grp.matrSM[0, i + 1] = key[i];

grp.matrSM[i + 1, 0] = key[i];

}

if (reb == true)

{

for (int i = 1; i < Math.Sqrt(grp.matrSM.Length); i++) { grp.matrSM[i, i] = 0; }

}

return (grp);

}

//ИЗМЕНЕНИЕ РАЗМЕРА КОНСОЛИ \/ \/ \/

static void consize(int weigh, int hight)

{

Console.SetWindowSize(weigh - 1, hight - 1);

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

Console.SetWindowSize(weigh, hight);

Console.SetBufferSize(Console.WindowWidth, Console.WindowHeight);

}

static void Main(string[] args)

{

graf A = new graf();

graf B = new graf();

graf AB = new graf();

Console.CursorVisible = false;

int mod = 0;

sc(0);

consize(ww, wh);

MenuMain:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) Сгенерировать графы");

Console.WriteLine(" 2) Вывести матрицы графов");

Console.WriteLine(" 3) Операции с вершинами");

Console.WriteLine(" 4) Операции с графами");

Console.WriteLine(" 5) Обход в глубину");

Console.WriteLine(" 6) Обход в ширину\n");

Console.Write("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if ((mod < 49 || mod > 54) && mod != 32)

{

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

switch (mod)

{

case 49://СОЗДАНИЕ ГРАФА

{

int ras;

Console.Clear();

consize(ww, 8);

ERROR1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" Введите размер графа");

Console.WriteLine(" (от 0 до 14)\n\n\n");

Console.Write("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.SetCursorPosition(15, Console.WindowHeight - 3);

if (int.TryParse(Console.ReadLine(), out ras) == false)

{

Console.Clear();

consize(ww, 12);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" введено некоректное число\n");

sc(0);

goto ERROR1;

}

if (ras < 0)

{

Console.Clear();

consize(ww, 13);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" Размер матрицы не может");

Console.WriteLine(" быть отрицательным!\n");

sc(0);

goto ERROR1;

}

if (ras > 14)

{

Console.Clear();

consize(ww, 12);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" превышен максимальный размер\n");

sc(0);

goto ERROR1;

}

ras++;

A.matrSM = new int[ras, ras];

B.matrSM = new int[ras, ras];

matrSMgen(A, ras);

matrSMgen(B, ras + 10);

A.matrIN = matrINgen(A);

B.matrIN = matrINgen(B);

listSMgen(ref A);

listSMgen(ref B);

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" !граф успешно создан!\n");

sc(0);

goto MenuMain;

}

case 50://ВЫВОД ГРАФОВ

{

if (A.matrSM == null)

{

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" графы не сгенерированы\n");

sc(0);

goto MenuMain;

}

Console.Clear();

if (AB.matrSM == null)

{

ER\_501:

consize(ww, 10);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" ВЫБЕРИТЕ ГРАФ\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) A");

Console.WriteLine(" 2) B\n");

Console.Write("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if (mod < 49 || mod > 50)

{

Console.Clear();

consize(ww, 10);

goto ER\_501;

}

}

else

{

ER\_502:

consize(ww, 11);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" ВЫБЕРИТЕ ГРАФ\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) A");

Console.WriteLine(" 2) B");

Console.WriteLine(" 3) AB\n");

Console.Write(" ■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if (mod < 49 || mod > 51)

{

Console.Clear();

consize(ww, 11);

goto ER\_502;

}

}

Console.Clear();

graf buf = new graf();

if (mod == 49) { buf = A; }

if (mod == 50) { buf = B; }

if (mod == 51) { buf = AB; }

ER\_503:

consize(ww, 11);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" ВЫБЕРИТЕ ТИП МАТРИЦЫ\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) Матрица смежности");

Console.WriteLine(" 2) Матрица инцидентности");

Console.WriteLine(" 3) Список смежности\n");

Console.Write("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if (mod < 49 || mod > 51)

{

Console.Clear();

consize(ww, 10);

goto ER\_503;

}

Console.Clear();

switch (mod)

{

case 49:

{

matrSMprint(buf);

Console.ReadKey();

break;

}

case 50:

{

matrINprint(buf);

Console.ReadKey();

break;

}

case 51:

{

listSMprint(buf);

Console.ReadKey();

break;

}

}

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

case 51://ОПЕРАЦИИ С ВЕРШИНАМИ

{

if (A.matrSM == null)

{

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф пуст\n");

sc(0);

goto MenuMain;

}

Console.Clear();

consize(ww2, wh2);

MenuRed2:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) отождествеление вершин");

Console.WriteLine(" 2) стягивание ребра");

Console.WriteLine(" 3) расщепление вершины");

Console.WriteLine(" 4) Изоляция вершины");

Console.WriteLine(" 5) Удаление ребра");

Console.WriteLine(" 6) назад\n");

Console.Write(" ■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if (mod < 49 || mod > 54)

{

Console.Clear();

consize(ww2, wh2);

goto MenuRed2;

}

switch (mod)

{

case 49://ОТОЖДЕСТВЛЕНИЕ ВЕРШИН

{

int v1, v2;

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)));

ove1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите первую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

Console.WriteLine(" " + i + ") " + Convert.ToChar(A.matrSM[i, 0] + 64));

}

if (int.TryParse(Console.ReadLine(), out v1) == false) { Console.Clear(); goto ove1; }

if (v1 < 1 || v1 > Math.Sqrt(A.matrSM.Length) - 1)

{

Console.Clear();

goto ove1;

}

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1);

ove2:

int[,] choos = new int[2, Convert.ToInt32(Math.Sqrt(A.matrSM.Length) - 1)];

int nom = 0;

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

if (A.matrSM[0, i] != v1)

{

choos[0, nom] = nom + 1;

choos[1, nom] = A.matrSM[0, i];

nom++;

}

}

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите вторую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 0; i < nom; i++)

{

Console.WriteLine(" " + choos[0, i] + ")" + Convert.ToChar(choos[1, i] + 64));

}

if (int.TryParse(Console.ReadLine(), out v2) == false)

{ Console.Clear(); goto ove2; }

if (v2 < 1 || v2 > choos.Length / 2)

{

Console.Clear();

goto ove2;

}

v2 = choos[1, v2 - 1];

if (v1 > v2) { int b = v1; v1 = v2; v2 = b; }

A = otver(ref A, v1, v2);

A.matrIN = matrINgen(A, v2);

listSMgen(ref A);

B = otver(ref B, v1, v2);

B.matrIN = matrINgen(B, v2);

listSMgen(ref B);

Console.Clear();

consize(ww2, wh2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed2;

}

case 50://СТЯГИВАНИЕ РЕБРА

{

int v1, v2, col = 0;

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)));

ove1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите первую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

Console.WriteLine(" " + i + ") " + Convert.ToChar(A.matrSM[i, 0] + 64));

}

if (int.TryParse(Console.ReadLine(), out v1) == false) { Console.Clear(); goto ove1; }

if (v1 < 1 || v1 > Math.Sqrt(A.matrSM.Length) - 1)

{

Console.Clear();

goto ove1;

}

Console.Clear();

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

if (v1 != i)

{

if (A.matrSM[v1, i] != 0) { col++; }

}

}

if (col == 0)

{

Console.Clear();

goto ove1;

}

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1);

ove2:

int[,] choos = new int[2, col];

int nom = 0;

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

if (A.matrSM[0, i] != v1 && A.matrSM[v1, i] != 0)

{

choos[0, nom] = nom + 1;

choos[1, nom] = A.matrSM[0, i];

nom++;

}

}

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите вторую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 0; i < nom; i++)

{

Console.WriteLine(" " + choos[0, i] + ")" + Convert.ToChar(choos[1, i] + 64));

}

if (int.TryParse(Console.ReadLine(), out v2) == false) { Console.Clear(); goto ove2; }

if (v2 < 1 || v2 > choos.Length / 2)

{

Console.Clear();

goto ove2;

}

v2 = choos[1, v2 - 1];

if (v1 > v2) { int b = v1; v1 = v2; v2 = b; }

A = otver(ref A, v1, v2, true);

A.matrIN = matrINgen(A, v2);

listSMgen(ref A);

B = otver(ref B, v1, v2);

B.matrIN = matrINgen(B, v2);

listSMgen(ref B);

Console.Clear();

consize(ww2, wh2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed2;

}

case 51://РАСЩЕПЛЕНИЕ ВЕРШИН

{

int v;

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)));

ove1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

Console.WriteLine(" " + i + ") " + Convert.ToChar(A.matrSM[i, 0] + 64));

}

if (int.TryParse(Console.ReadLine(), out v) == false) { Console.Clear(); goto ove1; }

if (v < 1 || v > Math.Sqrt(A.matrSM.Length) - 1)

{

Console.Clear();

goto ove1;

}

Console.Clear();

A = addpoint(ref A);

for (int i = 1; i < Math.Sqrt(A.matrSM.Length) - 1; i++)

{

if (i != v)

{

A.matrSM[i, Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1] = A.matrSM[v, i];

A.matrSM[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1, i] = A.matrSM[i, Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1];

B.matrSM[i, Convert.ToInt32(Math.Sqrt(B.matrSM.Length)) - 1] = B.matrSM[v, i];

B.matrSM[Convert.ToInt32(Math.Sqrt(B.matrSM.Length)) - 1, i] = B.matrSM[i, Convert.ToInt32(Math.Sqrt(B.matrSM.Length)) - 1];

}

}

A.matrSM[v, Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1] = 1;

A.matrSM[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1, v] = 1;

B.matrSM[v, Convert.ToInt32(Math.Sqrt(B.matrSM.Length)) - 1] = 1;

B.matrSM[Convert.ToInt32(Math.Sqrt(B.matrSM.Length)) - 1, v] = 1;

A.matrIN = matrINgen(A, v);

listSMgen(ref A);

B.matrIN = matrINgen(B, v);

listSMgen(ref B);

Console.Clear();

consize(ww2, wh2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed2;

}

case 52://ИЗОЛЯЦИЯ ВЕРШИНЫ

{

int v;

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)));

ove11:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

Console.WriteLine(" " + i + ") " + Convert.ToChar(A.matrSM[i, 0] + 64));

}

if (int.TryParse(Console.ReadLine(), out v) == false) { Console.Clear(); goto ove11; }

if (v < 1 || v > Math.Sqrt(A.matrSM.Length) - 1)

{

Console.Clear();

goto ove11;

}

Console.Clear();

int g = Convert.ToInt32(Math.Sqrt(A.matrSM.Length));

for (int i = 1; i < g; i++)

{

A.matrSM[v, i] = 0;

A.matrSM[i, v] = 0;

B.matrSM[v, i] = 0;

B.matrSM[i, v] = 0;

}

A.matrIN = matrINgen(A, v);

listSMgen(ref A);

B.matrIN = matrINgen(B, v);

listSMgen(ref B);

Console.Clear();

consize(ww2, wh2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed2;

}

case 53://УДАЛЕНИЕ РЕБРА

{

int v1, v2;

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)));

ove1:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите первую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

Console.WriteLine(" " + i + ") " + Convert.ToChar(A.matrSM[i, 0] + 64));

}

if (int.TryParse(Console.ReadLine(), out v1) == false) { Console.Clear(); goto ove1; }

if (v1 < 1 || v1 > Math.Sqrt(A.matrSM.Length) - 1)

{

Console.Clear();

goto ove1;

}

Console.Clear();

consize(ww2, 6 + Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1);

ove2:

int[,] choos = new int[2, Convert.ToInt32(Math.Sqrt(A.matrSM.Length) - 1)];

int nom = 0;

for (int i = 1; i < Math.Sqrt(A.matrSM.Length); i++)

{

if (A.matrSM[0, i] != v1)

{

choos[0, nom] = nom + 1;

choos[1, nom] = A.matrSM[0, i];

nom++;

}

}

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" выберите вторую вершину\n");

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

for (int i = 0; i < nom; i++)

{

Console.WriteLine(" " + choos[0, i] + ")" + Convert.ToChar(choos[1, i] + 64));

}

if (int.TryParse(Console.ReadLine(), out v2) == false) { Console.Clear(); goto ove2; }

if (v2 < 1 || v2 > choos.Length / 2)

{

Console.Clear();

goto ove2;

}

v2 = choos[1, v2 - 1];

if (v1 > v2) { int b = v1; v1 = v2; v2 = b; }

A.matrSM[v1, v2] = 0;

A.matrSM[v2, v1] = 0;

B.matrSM[v1, v2] = 0;

B.matrSM[v2, v1] = 0;

A.matrIN = matrINgen(A);

listSMgen(ref A);

B.matrIN = matrINgen(B);

listSMgen(ref B);

Console.Clear();

consize(ww2, wh2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed2;

}

case 54://ВОЗВРАЩЕНИЕ В ГЛАВНОЕ МЕНЮ

{

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

}

break;

}

case 52://ОПЕРАЦИИ С ГРАФАМИ

{

if (A.matrSM == null)

{

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф пуст\n");

sc(0);

goto MenuMain;

}

Console.Clear();

consize(ww2, wh2 - 2);

MenuRed3:

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

Console.WriteLine(" 1) Объединение");

Console.WriteLine(" 2) пересечения");

Console.WriteLine(" 3) кольцевая суммая");

Console.WriteLine(" 4) назад\n");

Console.Write(" ■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

mod = Convert.ToInt32(Console.ReadKey().KeyChar);

if (mod < 49 || mod > 52)

{

Console.Clear();

consize(ww2, wh2 - 2);

goto MenuRed3;

}

switch (mod)

{

case 49://ОБЪЕДИНЕНИЕ

{

AB.matrSM = new int[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)),

Convert.ToInt32(Math.Sqrt(A.matrSM.Length))];

for (int i = 0; i < Math.Sqrt(A.matrSM.Length); i++)

{

for (int j = 0; j < Math.Sqrt(A.matrSM.Length); j++)

{

if (i == 0 || j == 0)

{

AB.matrSM[i, j] = A.matrSM[i, j];

}

else

{

AB.matrSM[i, j] = A.matrSM[i, j] + B.matrSM[i, j];

}

}

}

AB.matrIN = matrINgen(AB);

listSMgen(ref AB);

Console.Clear();

consize(ww2, wh2 - 2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed3;

}

case 50://ПЕРЕСЕЧЕНИЕ

{

AB.matrSM = new int[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)), Convert.ToInt32(Math.Sqrt(A.matrSM.Length))];

for (int i = 0; i < Math.Sqrt(A.matrSM.Length); i++)

{

for (int j = 0; j < Math.Sqrt(A.matrSM.Length); j++)

{

if (i == 0 || j == 0)

{

AB.matrSM[i, j] = A.matrSM[i, j];

}

else

{

if (A.matrSM[i, j] != 0 && B.matrSM[i, j] != 0)

AB.matrSM[i, j] = A.matrSM[i, j] + B.matrSM[i, j];

}

}

}

AB.matrIN = matrINgen(AB);

listSMgen(ref AB);

Console.Clear();

consize(ww2, wh2 - 2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed3;

}

case 51://КОЛЬЦЕВАЯ СУММА

{

AB.matrSM = new int[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)), Convert.ToInt32(Math.Sqrt(A.matrSM.Length))];

for (int i = 0; i < Math.Sqrt(A.matrSM.Length); i++)

{

for (int j = 0; j < Math.Sqrt(A.matrSM.Length); j++)

{

if (i == 0 || j == 0)

{

AB.matrSM[i, j] = A.matrSM[i, j];

}

else

{

if (A.matrSM[i, j] == 0 || B.matrSM[i, j] == 0)

AB.matrSM[i, j] = A.matrSM[i, j] + B.matrSM[i, j];

}

}

}

AB.matrIN = matrINgen(AB);

listSMgen(ref AB);

Console.Clear();

consize(ww2, wh2 - 2 + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(1);

Console.WriteLine(" операция успешно завершена\n");

sc(0);

goto MenuRed3;

}

case 52://ВОЗВРАЩЕНИЕ В ГЛАВНОЕ МЕНЮ

{

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

}

break;

}

case 53://ОБХОД В ГЛУБИНУ

{

if (A.matrSM == null)

{

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф пуст\n");

sc(0);

goto MenuMain;

}

Console.Clear();

consize(40, wh);

bool[] be = new bool[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1];

Console.WriteLine("рекурсивный обход по матрице:");

for (int i = 0; i < be.Length; i++)

{

obxodrecm(A.matrSM, ref be, i + 1);

}

Console.WriteLine("\n");

Console.WriteLine("рекурсивный обход по списку:");

for (int i = 0; i < be.Length; i++)

{

be[i] = false;

}

for (int i = 0; i < be.Length; i++)

{

obhodreclist(A.listSM, ref be, i + 1);

}

Console.ReadKey();

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

case 54://ОБХОД В ШИРИНУ

{

if (A.matrSM == null)

{

Console.Clear();

consize(ww, wh + 4);

Console.WriteLine("■■■■■■■■■■■■■■■■■■■■■■■■■■■■■■");

sc(2);

Console.WriteLine(" граф пуст\n");

sc(0);

goto MenuMain;

}

Console.Clear();

bool[] be = new bool[Convert.ToInt32(Math.Sqrt(A.matrSM.Length)) - 1];

Queue<int> q = new Queue<int>(1);

q.Enqueue(1);

bool nach = true;

while (q.Count != 0)

{

obhodvsh(A.matrSM, ref be, ref q, ref nach, q.Dequeue());

}

Console.ReadKey();

Console.Clear();

consize(ww, wh);

goto MenuMain;

}

}

}

}

}